**Trabajo Práctico N° 5:**

**Punteros.**

*Para algunos ejercicios de la parte práctica, se utilizará la función de Pascal “sizeof”, que recibe como parámetro una variable de cualquier tipo y retorna la cantidad de bytes que dicha variable ocupa en la memoria principal. Se presenta la siguiente tabla, que indica la cantidad de bytes que ocupa la representación interna de distintos tipos de datos en un compilador de Pascal típico. Se recomienda graficar cada una de las situaciones planteadas a partir de una prueba de escritorio.*

![](data:image/png;base64,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)

**Ejercicio 1.**

*Indicar los valores que imprime el siguiente programa en Pascal. Justificar mediante prueba de escritorio.*

program TP5\_E1;

*{$codepage UTF8}*

uses crt;

type

  cadena=string[50];

  puntero\_cadena=^cadena;

var

  pc: puntero\_cadena;

begin

  writeln(sizeof(pc), ' bytes');

  new(pc);

  writeln(sizeof(pc), ' bytes');

  pc^:='un nuevo nombre';

  writeln(sizeof(pc), ' bytes');

  writeln(sizeof(pc^), ' bytes');

  pc^:='otro nuevo nombre distinto al anterior';

  writeln(sizeof(pc^), ' bytes');

end.

|  |  |  |  |
| --- | --- | --- | --- |
| **Instrucciones** | **pc** | **pc^** | **write** |
| writeln(sizeof(pc), ' bytes'); |  |  | 4 bytes |
| new(pc); | XXX |  |  |
| writeln(sizeof(pc), ' bytes'); |  |  | 4 bytes |
| pc^:='un nuevo nombre'; |  | ‘un nuevo nombre’ |  |
| writeln(sizeof(pc), ' bytes'); |  |  | 4 bytes |
| writeln(sizeof(pc^), ' bytes'); |  |  | 51 bytes |
| pc^:='otro nuevo nombre distinto al anterior'; |  | ‘otro nuevo nombre distinto al anterior’ |  |
| writeln(sizeof(pc^), ' bytes'); |  |  | 51 bytes |

**Ejercicio 2.**

*Indicar los valores que imprime el siguiente programa en Pascal. Justificar mediante prueba de escritorio.*

program TP5\_E2;

*{$codepage UTF8}*

uses crt;

type

  cadena=string[9];

  producto=record

    codigo: integer;

    descripcion: cadena;

    precio: real;

  end;

  puntero\_producto=^producto;

var

  p: puntero\_producto;

  prod: producto;

begin

  writeln(sizeof(p), ' bytes');

  writeln(sizeof(prod), ' bytes');

  new(p);

  writeln(sizeof(p), ' bytes');

  p^.codigo:=1;

  p^.descripcion:='nuevo producto';

  writeln(sizeof(p^), ' bytes');

  p^.precio:=200;

  writeln(sizeof(p^), ' bytes');

  prod.codigo:=2;

  prod.descripcion:='otro nuevo producto';

  writeln(sizeof(prod), ' bytes');

end.

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| **Instrucciones** | **p** | **p^** | **prod** | **write** |
| writeln(sizeof(p), ' bytes'); |  |  |  | 4 bytes |
| writeln(sizeof(prod), ' bytes'); |  |  |  | 24 bytes |
| new(p); | XXX |  |  |  |
| writeln(sizeof(p), ' bytes'); |  |  |  | 4 bytes |
| p^.codigo:=1; |  | .codigo=1 |  |  |
| p^.descripcion:='nuevo producto'; |  | .descripcion=’nuevo pro’ |  | warming |
| writeln(sizeof(p^), ' bytes'); |  |  |  | 24 bytes |
| p^.precio:=200; |  | .precio=200 |  |  |
| writeln(sizeof(p^), ' bytes'); |  |  |  | 24 bytes |
| prod.codigo:=2; |  |  | .codigo=2 |  |
| prod.descripcion:='otro nuevo producto'; |  |  | .descripcion=’otro nuev’ | warning |
| writeln(sizeof(prod), ' bytes'); |  |  |  | 24 bytes |

**Ejercicio 3.**

*Indicar los valores que imprime el siguiente programa en Pascal. Justificar mediante prueba de escritorio.*

program TP5\_E3;

*{$codepage UTF8}*

uses crt;

type

  numeros=array[1..10000] of integer;

  puntero\_numeros=^numeros;

var

  n: puntero\_numeros;

  num: numeros;

  i: integer;

begin

  writeln(sizeof(n), ' bytes');

  writeln(sizeof(num), ' bytes');

  new(n);

  writeln(sizeof(n^), ' bytes');

  for i:= 1 to 5000 do

    n^[i]:=i;

  writeln(sizeof(n^), ' bytes');

end.

|  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- |
| **Instrucciones** | **n** | **n^** | **num** | **i** | **write** |
| writeln(sizeof(n), ' bytes'); |  |  |  |  | 4 bytes |
| writeln(sizeof(num), ' bytes'); |  |  |  |  | 20000 bytes |
| new(n); | XXX |  |  |  |  |
| writeln(sizeof(n^), ' bytes'); |  |  |  |  | 20000 bytes |
| for i:= 1 to 5000 do  n^[i]:=i; |  |  | n^[1..5000]=[1..5000] | [1..5000] |  |
| writeln(sizeof(n^), ' bytes'); |  |  |  |  | 20000 bytes |

**Ejercicio 4.**

*Indicar los valores que imprime el siguiente programa en Pascal. Justificar mediante prueba de escritorio.*

**(a)**

program TP5\_E4a;

*{$codepage UTF8}*

uses crt;

type

  cadena=string[50];

  puntero\_cadena=^cadena;

var

  pc: puntero\_cadena;

begin

  pc^:='un nuevo texto';

  new(pc);

  writeln(pc^);

end.

|  |  |  |  |
| --- | --- | --- | --- |
| **Instrucciones** | **pc** | **pc^** | **write** |
| pc^:='un nuevo texto'; |  | error |  |
| new(pc); | XXX |  |  |
| writeln(pc^); |  |  | basura |

**(b)**

program TP5\_E4b;

*{$codepage UTF8}*

uses crt;

type

  cadena=string[50];

  puntero\_cadena=^cadena;

var

  pc: puntero\_cadena;

begin

  new(pc);

  pc^:='un nuevo nombre';

  writeln(sizeof(pc^), ' bytes');

  writeln(pc^);

  dispose(pc);

  pc^:='otro nuevo nombre';

end.

|  |  |  |  |
| --- | --- | --- | --- |
| **Instrucciones** | **pc** | **pc^** | **write** |
| new(pc); | XXX |  |  |
| pc^:='un nuevo nombre'; |  | ‘un nuevo nombre’ |  |
| writeln(sizeof(pc^), ' bytes'); |  |  | 51 bytes |
| writeln(pc^); |  |  | un nuevo nombre |
| dispose(pc); | elimina puntero y libera memoria |  |  |
| pc^:='otro nuevo nombre'; |  | error |  |

**(c)**

program TP5\_E4c;

*{$codepage UTF8}*

uses crt;

type

  cadena=string[50];

  puntero\_cadena=^cadena;

procedure cambiarTexto(pun: puntero\_cadena);

begin

  pun^:='Otro texto';

end;

var

pc: puntero\_cadena;

begin

  new(pc);

  pc^:='Un texto';

  writeln(pc^);

  cambiarTexto(pc);

  writeln(pc^);

end.

|  |  |  |  |
| --- | --- | --- | --- |
| **Instrucciones** | **pc** | **pc^** | **write** |
| new(pc); | XXX |  |  |
| pc^:='Un texto'; |  | ‘Un texto’ |  |
| writeln(pc^); |  |  | Un texto |
| cambiarTexto(pc); |  | ‘Otro texto’ |  |
| writeln(pc^); |  |  | Otro texto |

**(d)**

program TP5\_E4d;

*{$codepage UTF8}*

uses crt;

type

  cadena=string[50];

  puntero\_cadena=^cadena;

procedure cambiarTexto(pun: puntero\_cadena);

begin

  new(pun);

  pun^:='Otro texto';

end;

var

  pc: puntero\_cadena;

begin

  new(pc);

  pc^:='Un texto';

  writeln(pc^);

  cambiarTexto(pc);

  writeln(pc^);

end.

|  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- |
| **Instrucciones** | **pc** | **pc^** | **copia pc** | **copia pc^** | **write** |
| new(pc); | XXX |  |  |  |  |
| pc^:='Un texto'; |  | ‘Un texto’ |  |  |  |
| writeln(pc^); |  |  |  |  | Un texto |
| cambiarTexto(pc); |  |  | YYY | ‘Otro texto’ |  |
| writeln(pc^); |  |  |  |  | Un texto |

**Ejercicio 5.**

*De acuerdo a los valores de la tabla que indica la cantidad de bytes que ocupa la representación interna de cada tipo de dato en Pascal, calcular el tamaño de memoria en los puntos señalados a partir de (I), suponiendo que las variables del programa ya están declaradas y se cuenta con 400.000 bytes libres. Justificar mediante prueba de escritorio.*

program TP5\_E5;

*{$codepage UTF8}*

uses crt;

type

  TEmpleado=record

    sucursal: char;

    apellido: string[25];

    correoElectronico: string[40];

    sueldo: real;

  end;

Str50=string[50];

var

  alguien: TEmpleado;

  PtrEmpleado: ^TEmpleado;

begin

*{Suponer que, en este punto, se cuenta con 400.000 bytes de memoria disponible (I)}*

  readln(alguien.apellido);

*{Pensar si la lectura anterior ha hecho variar la cantidad de memoria (II)}*

  new(PtrEmpleado);

*{¿Cuánta memoria disponible hay ahora? (III)}*

  readln(PtrEmpleado^.Sucursal,PtrEmpleado^.apellido);

  readln(PtrEmpleado^.correoElectronico,PtrEmpleado^.sueldo);

*{¿Cuánta memoria disponible hay ahora? (IV)}*

  dispose(PtrEmpleado);

*{¿Cuánta memoria disponible hay ahora? (V)}*

end.

|  |  |
| --- | --- |
| **Instrucciones** | **Memoria** |
| readln(alguien.apellido); | 400.000 bytes |
| new(PtrEmpleado); | 399.924 bytes (400.000 - 76) |
| readln(PtrEmpleado^.Sucursal,PtrEmpleado^.apellido); | 399.924 bytes |
| readln(PtrEmpleado^.correoElectrónico,PtrEmpleado^.sueldo); | 399.924 bytes |
| dispose(PtrEmpleado); | 400.000 bytes (399.924 + 76) |

**Ejercicio 6.**

*Realizar un programa que ocupe 50 KB de memoria en total. Para ello:*

**(a)** *El programa debe utilizar sólo memoria estática.*

program TP5\_E6a;

*{$codepage UTF8}*

uses crt;

const

  KB=50; bytes=51200; vector\_total=12800;

type

  t\_vector=array[1..vector\_total] of int32;

var

  vector: t\_vector;

begin

  textcolor(green); write('La memoria estática ocupada por vector es '); textcolor(red); write(sizeof(vector)/1024:0:2); textcolor(green); writeln(' KB');

end.

**(b)** *El programa debe utilizar el 50% de memoria estática y el 50% de memoria dinámica.*

program TP5\_E6b;

*{$codepage UTF8}*

uses crt;

const

  KB=50; bytes=51200; vector\_total=6399;

type

  t\_vector=array[1..vector\_total] of int32;

  t\_registro\_vector=record

    completa: int32;

    vector: t\_vector;

  end;

  t\_puntero\_registro=^t\_registro\_vector;

var

  vector: t\_vector;

  puntero\_registro: t\_puntero\_registro;

begin

  new(puntero\_registro);

  textcolor(green); write('La memoria estática ocupada por vector es '); textcolor(red); write(sizeof(vector)/1024:0:2); textcolor(green); writeln(' KB');

  textcolor(green); write('La memoria estática ocupada por puntero\_registro es '); textcolor(red); write(sizeof(puntero\_registro)/1024:0:2); textcolor(green); writeln(' KB');

  textcolor(green); write('La memoria dinámica ocupada por contenido puntero\_registro es '); textcolor(red); write(sizeof(puntero\_registro^)/1024:0:2); textcolor(green); write(' KB');

end.

**(c)** *El programa debe minimizar tanto como sea posible el uso de la memoria estática (a lo sumo, 4 bytes).*

program TP5\_E6c;

*{$codepage UTF8}*

uses crt;

const

  KB=50; bytes=51200; vector\_total=12799;

type

  t\_vector=array[1..vector\_total] of int32;

  t\_puntero\_vector=^t\_vector;

var

  puntero\_vector: t\_puntero\_vector;

begin

  new(puntero\_vector);

  textcolor(green); write('La memoria estática ocupada por puntero\_vector es '); textcolor(red); write(sizeof(puntero\_vector)/1024:0:2); textcolor(green); writeln(' KB');

  textcolor(green); write('La memoria dinámica ocupada por contenido puntero\_vector es '); textcolor(red); write(sizeof(puntero\_vector^)/1024:0:2); textcolor(green); write(' KB');

end.

**Ejercicio 7.**

*Se desea almacenar en memoria una secuencia de 2500 nombres de ciudades, cada nombre podrá tener una longitud máxima de 50 caracteres.*

**(a)** *Definir una estructura de datos estática que permita guardar la información leída. Calcular el tamaño de memoria que requiere la estructura.*

program TP5\_E7a;

*{$codepage UTF8}*

uses crt;

const

  longitud\_ciudad=50; ciudades\_total=2500;

type

  t\_ciudad=string[longitud\_ciudad];

  t\_vector\_ciudad=array[1..ciudades\_total] of t\_ciudad;

var

  memoria: int32;

begin

  memoria:=sizeof(t\_vector\_ciudad);

  textcolor(green); write('El tamaño de memoria que requiere la estructura es '); textcolor(red); write(memoria); textcolor(green); write(' bytes');

end.

**(b)** *Dado que un compilador de Pascal típico no permite manejar estructuras de datos estáticas que superen los 64 KB, pensar en utilizar un vector de punteros a palabras, como se indica en la siguiente estructura.*

***Type***

*Nombre=String[50];*

*Puntero=^Nombre;*

*ArrPunteros=array[1..2500] of Puntero;*

***Var***

*Punteros: ArrPunteros;*

**(i)** *Indicar cuál es el tamaño de la variable Punteros al comenzar el programa.*

El tamaño de la variable Punteros al comenzar el programa es 10.000 bytes.

**(ii)** *Escribir un módulo que permita reservar memoria para los 2500 nombres. ¿Cuál es la cantidad de memoria reservada después de ejecutar el módulo? ¿La misma corresponde a memoria estática o dinámica?*

procedure reservar\_memoria(var punteros: t\_vector\_ciudad);

var

  i: int16;

begin

  for i:= 1 to ciudades\_total do

    new(punteros[i]);

end;

La cantidad de memoria reservada después de ejecutar el módulo es 127.500 bytes, la cual corresponde a memoria dinámica.

**(iii)** *Escribir un módulo para leer los nombres y almacenarlos en la estructura de la variable Punteros.*

procedure leer\_ciudades(var vector\_ciudad: t\_vector\_ciudad);

var

  i: int16;

begin

  for i:= 1 to ciudades\_total do

  begin

    textcolor(green); write('Introducir nombre de ciudad ', i, ': ');

    textcolor(yellow); readln(vector\_ciudad[i]^);

  end;

end;

program TP5\_E7b;

*{$codepage UTF8}*

uses crt;

const

  longitud\_ciudad=50; ciudades\_total=2500;

type

  t\_ciudad=string[longitud\_ciudad];

  t\_puntero\_ciudad=^t\_ciudad;

  t\_vector\_ciudad=array[1..ciudades\_total] of t\_puntero\_ciudad;

*{ii}*

procedure reservar\_memoria(var vector\_ciudad: t\_vector\_ciudad);

var

  i: int16;

begin

  for i:= 1 to ciudades\_total do

    new(vector\_ciudad[i]);

end;

*{iii}*

procedure leer\_ciudades(var vector\_ciudad: t\_vector\_ciudad);

var

  i: int16;

begin

  for i:= 1 to ciudades\_total do

  begin

    textcolor(green); write('Introducir nombre de ciudad ', i, ': ');

    textcolor(yellow); readln(vector\_ciudad[i]^);

  end;

end;

var

  vector\_ciudad: t\_vector\_ciudad;

  i: int16;

begin

  for i:= 1 to ciudades\_total do

    vector\_ciudad[i]:=nil;

  textcolor(green); write('El tamaño de la variable vector\_ciudad es '); textcolor(red); write(sizeof(vector\_ciudad)); textcolor(green); writeln(' bytes');

  textcolor(green); write('El tamaño del contenido de la variable vector\_ciudad es '); textcolor(red); write(sizeof(vector\_ciudad[1]^)\*length(vector\_ciudad)); textcolor(green); writeln(' bytes');

  reservar\_memoria(vector\_ciudad);

  textcolor(green); write('El tamaño de la variable vector\_ciudad es '); textcolor(red); write(sizeof(vector\_ciudad)); textcolor(green); writeln(' bytes');

  textcolor(green); write('El tamaño del contenido de la variable vector\_ciudad es '); textcolor(red); write(sizeof(vector\_ciudad[1]^)\*length(vector\_ciudad)); textcolor(green); writeln(' bytes');

  leer\_ciudades(vector\_ciudad);

  textcolor(green); write('El tamaño de la variable vector\_ciudad es '); textcolor(red); write(sizeof(vector\_ciudad)); textcolor(green); writeln(' bytes');

  textcolor(green); write('El tamaño del contenido de la variable vector\_ciudad es '); textcolor(red); write(sizeof(vector\_ciudad[1]^)\*length(vector\_ciudad)); textcolor(green); write(' bytes');

end.

**Ejercicio 8.**

*Analizar el siguiente programa:*

program TP5\_E8;

*{$codepage UTF8}*

uses crt;

type

  datos=array[1..20] of integer;

  punt=^datos;

procedure procesarDatos(v: datos; var v2: datos);

var

  i, j: integer;

begin

  for i:= 1 to 20 do

    v2[21-i]:=v[i];

end;

var

  vect: datos;

  pvect: punt;

  i: integer;

begin

  for i:= 1 to 20 do

    vect[i]:=i;

    new(pvect);

  for i:= 20 downto 1 do

    pvect^[i]:=0;

  procesarDatos(pvect^,vect);

  writeln('fin');

end.

*Responder: ¿cuánta memoria en total ocupa el programa al ejecutarse? Considerar tanto variables estáticas como dinámicas, parámetros y variables locales de los módulos.*

|  |  |  |  |
| --- | --- | --- | --- |
| **Hasta sentencia de la línea** | **Memoria estática** | **Memoria dinámica** | **Memoria total** |
| **(a)** 18 | 46 bytes | 0 bytes | 46 bytes |
| **(b)** 20 | 46 bytes | 0 bytes | 46 bytes |
| **(c)** 23 | 46 bytes | 40 bytes | 86 bytes |
| **(d)** 11 | 0 bytes | 0 bytes | 0 bytes |
| **(e)** 25 | 46 bytes | 40 bytes | 86 bytes |

Aclaración: Hasta la sentencia de la línea 24, tenemos 88 bytes en memoria dinámica, ya que se suman 40 bytes por el parámetro por valor, 4 bytes por el parámetro por referencia y 4 bytes por las variables locales al procedure “procesarDatos”.